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In edge computing environments, efficient computation resource management is crucial for 
optimizing service allocation to hosts in the form of containers. These environments experience 
dynamic user demands and high mobility, making traditional static and heuristic-based methods 
inadequate for handling such complexity and variability. Deep Reinforcement Learning (DRL) 
offers a more adaptable solution, capable of responding to these dynamic conditions. However, 
existing DRL methods face challenges such as high reward variability, slow convergence, and 
difficulties in incorporating user mobility and rapidly changing environmental configurations. 
To overcome these challenges, we propose a novel DRL framework for computation resource 
optimization at the edge layer. This framework leverages a customized Markov Decision Process 
(MDP) and Proximal Policy Optimization (PPO), integrating a Graph Convolutional Transformer 
(GCT). By combining Graph Convolutional Networks (GCN) with Transformer encoders, the GCT 
introduces a spatio-temporal reward-shaping mechanism that enhances the agent’s ability to select 
hosts and assign services efficiently in real time while minimizing the overload. Our approach 
significantly enhances the speed and accuracy of resource allocation, achieving, on average across 
two datasets, a 30% reduction in convergence time, a 25% increase in total accumulated rewards, 
and a 35% improvement in service allocation efficiency compared to standard DRL methods and 
existing reward-shaping techniques. Our method was validated using two real-world datasets, 
MOBILE DATA CHALLENGE (MDC) and Shanghai Telecom, and was compared against standard 
DRL models, reward-shaping baselines, and heuristic methods.

1. Introduction

In dynamic edge computing environments, efficiently managing computational resources is essential for selecting appropriate 
hosts and assigning services to meet user application demands. These environments are characterized by rapidly changing user lo

cations and fluctuating service loads, which complicates resource allocation [1]. Mobility introduces additional challenges, as the 
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available resources and optimal host locations shift in real-time. A prime example can be seen in applications such as video streaming 
optimization and smart city infrastructure [2]. In video streaming, edge servers must dynamically assign computing resources to 
handle real-time video processing and delivery as users move across different regions, ensuring low latency and high-quality service. 
Similarly, in smart cities, services like traffic monitoring or public safety systems must deploy computational tasks to edge hosts, 
efficiently distributing workloads based on the mobility and concentration of users [3]. Unlike static environments where resource 
allocation strategies can be predefined, real-world edge computing environments are highly dynamic, requiring continuous adap

tation. As user demand fluctuates and mobility affects resource availability, optimizing computational resource allocation becomes 
crucial for sustaining service quality and avoiding overloading any single node. Therefore, an adaptive, learning-based framework is 
required to dynamically optimize resource allocation while maintaining real-time responsiveness and system efficiency.

Deploying and managing computational resources in real-time are particularly challenging in dynamic environments where user 
demands and mobility patterns change frequently. The on-demand architecture for resource management, which utilizes Docker 
containers managed by Kubernetes masters, provides a flexible solution for deploying edge services on volunteer host devices [4]. This 
architecture transforms these devices into small, localized servers, allowing computational resources to be deployed closer to users, 
improving latency and service responsiveness. This setup allows rapid adjustments in response to changing demands. However, it still 
lacks an essential optimization component—deciding where and how services should be deployed in real time [5]. For applications like 
autonomous vehicles or Augmented Reality systems (AR), where real-time data processing is critical, effective resource management 
requires not just on-demand deployment but also an intelligent mechanism to optimize host selection and service allocation. Without 
this optimization layer, on-demand architectures alone cannot fully address the complexities introduced by constant changes in user 
mobility and computational needs, leading to latency, suboptimal resource utilization, and potential service failure during high

demand periods.

Numerous methods have been introduced for resource management, each offering distinct strengths and facing specific limitations. 
Traditional static resource allocation methods consistently struggle to adapt quickly to changes in demand, resulting in inefficiencies 
and potential service interruptions [6]. Heuristic approaches, while faster, often lack the precision necessary for complex, dynamic 
environments [7]. On the other hand, Deep Reinforcement Learning (DRL) has emerged as a promising solution for dynamic resource 
management due to its ability to learn from interactions with the environment and adapt over time using a reward function [8]. The 
use of DRL is vital in this scenario as it can optimize decision-making in real-time, allowing systems to respond to varying demands 
and changing conditions effectively [9]. However, many existing DRL-based methods face significant challenges when operating 
in dynamic environments, specifically when the group of devices requesting services exhibits mobility factors, which complicate 
achieving critical goals such as fast convergence, higher rewards, and improved accuracy in decision-making. These DRL solutions 
frequently neglect to incorporate the inherent complexities of dynamic environments into their frameworks [10]. While the existing 
solutions demonstrate accuracy for a small-time step, their decision-making will not be effective as the environment evolves [11]. 
This limitation reduces their ability to provide optimal resource management in scenarios where timely adjustments are crucial. 
Consequently, overcoming these DRL limitations is essential to boost responsiveness and efficiency in resource allocation, thereby 
improving service delivery across diverse applications.

Once an effective DRL solution is established, a second challenge arises which is the speed of convergence when the environment 
undergoes changes [12]. The speed of convergence in this context refers to the speed of the learning algorithm when reaching 
an optimal solution. Existing DRL-based methods often suffer from prolonged learning times, which can lead to suboptimal policy 
development, especially in rapidly changing environments [13]. While DRL can optimize decision-making under certain conditions, 
its effectiveness reduces when there is a need to adapt quickly to new dynamics. These methods frequently struggle to manage the 
rapid changes in user location and demand, resulting in delayed or suboptimal decisions [14]. Therefore, it is essential to improve DRL 
solutions not only to enable effective decision-making but also to accelerate convergence, ensuring optimal resource management in 
dynamic environments.

To tackle the decision-making challenges that arise when users change locations, we utilize Proximal Policy Optimization (PPO) 
within a novel Markov Decision Process (MDP) framework. This approach enables effective real-time optimization of resource allo

cation decisions. By integrating PPO, the DRL agent can adapt to the dynamic nature of user mobility [15]. The MDP framework 
accounts for critical factors such as the device computational limits, the distance between users and resources, and the variations 
in user mobility. This comprehensive approach ensures that resources are allocated efficiently and responsively, enhancing overall 
service delivery in a dynamic environment [16].

In parallel, there has been a rise in the application of reward shaping in reinforcement learning [17]. Reward shaping accelerates 
convergence and enables the system to adapt quickly to evolving conditions, ensuring continuous and reliable service in dynamic 
environments. By leveraging potential-based reward shaping, which enhances the learning process without altering the optimal re

ward function policy, more informative feedback is provided to the DRL agent. The use of potential-based reward shaping ensures 
faster learning and more accurate decision-making, despite significant environmental changes. To address the challenge of adapting 
quickly to changes in user groups, we incorporate reward shaping into our DRL framework, which delivers enhanced feedback sig

nals to the DRL agent, expediting the learning process. For the first time, we are integrating Graph Convolutional Networks (GCN) 
and transformer-based encoders within a DRL framework named the Graph Convolutional Transformer (GCT). GCN is essential for 
analyzing spatial dependencies, enabling the model to understand and utilize information from neighboring states. This capability is 
essential in dynamic environments, as it helps the agent recognize how changes in one area can impact others, mimicking the way it 
transitions from one state to another in response to spatial dynamics. Conversely, transformers are used to analyze temporal depen

dencies, allowing the model to track and adapt to changes over time [18]. By processing sequences of events, transformers ensure 
that the DRL agent considers the evolution of user behavior and environmental conditions, enhancing its responsiveness to temporal 
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shifts. Unlike conventional DRL methods that struggle with slow adaptation, our framework utilizes a structured spatio-temporal re

ward shaping mechanism that guides learning more efficiently. By leveraging Krylov subspace approximations, our approach reduces 
computational complexity while maintaining robust decision-making capabilities. We efficiently approximate transition probabilities 
within the Krylov subspace, significantly reducing computational complexity. To address the issues of slow learning and poor adapt

ability in dynamic edge computing scenarios, our framework incorporates Graph Convolutional Networks, Transformer encoders, 
and the Augmented Krylov Subspace Approximation. Together, these elements improve the agent’s capacity to understand spatial 
patterns, track temporal dynamics, and estimate transition probabilities with greater computational efficiency. This is the first work 
to combine reward shaping with GCN and Transformer encoders in the context of dynamic resource management, bridging the gap 
between reinforcement learning convergence and real-world deployment in edge environments.

Our approach outperforms several existing methods, including greedy and heuristic strategies, DRL techniques that lack reward 
shaping, and those that combine GCN with RNNs for reward shaping in gaming environments, which are generally less complex 
than dynamic environments. These were selected based on their widespread use in dynamic environments and their relevance to 
edge computing applications. Our extensive experiments validate the effectiveness of our framework, demonstrating on average 
across two datasets a 30% reduction in convergence time, a 25% increase in total accumulated rewards, and a 35% improvement 
in service allocation compared to standard DRL and heuristic methods. This performance has been validated using real-life datasets, 
demonstrating that our method has the ability to quickly adapt to changes in user requests within dynamic environments, even as 
users move, while achieving higher reward values. To our knowledge, this work is the first to address reward shaping within the 
context of on-demand deployment architecture through DRL in resource management environments, which not only guarantees faster 
adaptation to dynamic changes in the environment, but also achieves more accurate decisions measured by higher reward.

The key contributions of this work are as follows:

1. Proposing a DRL framework that integrates for the first time reward shaping in the context of resource management that guar

antees more accurate decisions and faster adaptation to environmental changes.

2. Introducing a novel MDP design for the DRL agent that considers the dynamic nature of users in terms of mobility as well as 
their demand.

3. Presenting a novel reward shaping mechanism with a unique shaping function, incorporating GCN and transformer encoders 
specifically for this purpose, a combination that has not been previously explored.

2. Literature review

This section provides an overview of the solutions proposed by researchers for dynamic resource management environments, 
along with the various reward-shaping techniques highlighted in the literature.

2.1. Resource management solutions in dynamic environments

Recent advancements in resource management across computing paradigms address critical challenges posed by the rapid growth 
of Internet of Things (IoT) applications and future network systems. In this context, [19] presents a monitoring and management 
system for microservices that enhances efficiency and Quality of Service (QoS) in Amazon Web Services (AWS) environments by 
predicting load variations and resource requirements. In the realm of 5G and beyond, [20] proposes a multi-objective approach for 
traffic forecasting using Deep Convolutional Neural Networks and Long Short-Term Memory networks, combined with the Tasmanian 
Devil Optimization-Elite method to improve precision and resource efficiency. Meanwhile, [21] suggests a Cluster-based Parallel 
Split Learning approach to reduce training latency by parallelizing within device clusters and optimizing resource management. 
Additionally, [22] reviews machine learning techniques in fog computing, emphasizing strategies for provisioning, scheduling, and 
load balancing, and highlighting future research directions. In dynamic environments, Researchers in [23] introduce the DetFed 
framework, which integrates federated learning with Time-sensitive Networks to enhance learning accuracy and network performance 
through dynamic resource scheduling. Additionally, [24] addresses cloud load balancing by integrating RL, large language models, 
and edge intelligence, improving throughput, security, and scalability while tackling challenges related to proprietary cloud APIs and 
multi-cloud interoperability. Moreover, in dynamic environments, the authors of [25] introduce a heuristic approach leveraging a 
Memetic Algorithm for service scheduling, with a focus on optimizing resource management objectives.

RL research has also evolved, with [26] exploring fog computing’s role in managing time-sensitive requests through a framework 
using Software Defined Networking and advanced RL to optimize resource allocation for low-latency requirements in heterogeneous 
IoT environments. Moreover, [27] introduces the OSCAR model to enhance QoS in fog-assisted cloud computing by optimizing task 
scheduling and resource allocation using DRL, achieving better resource utilization and reduced response times. In addition to that, 
[28] presents solutions for intelligent resource management by leveraging DRL to optimize resource allocation while having dynamic 
service demands.

Both heuristic and DRL methods often fall short in dynamic environments due to their limited ability to quickly adapt to rapid 
changes. Heuristics lack real-time flexibility, while traditional DRL may suffer from slow and unstable learning, making them less 
effective in fast-changing conditions. As a result, these methods may fail to deliver the necessary responsiveness and efficiency 
required for robust performance in highly dynamic scenarios.
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Table 1
Comparison of Existing Approaches.

Method Adaptability Complexity Conv. Speed Scalability 
Heuristic [21,34,25] Low Low Fast Limited 
DRL [26--28] Mod High Slow Mod 
Reward Shaping [30--33] Mod Mod Fast Limited 

2.2. Reward shaping methods

In the context of reward shaping within RL, [29] reviews the evolution of reward function design, focusing on reward shaping, 
intrinsic motivation, and related approaches. In [30], the authors propose an adaptive reward-shaping technique using a bi-level 
optimization approach, demonstrating improved performance in sparse-reward environments. Authors of [31] present Exploration

Guided Reward Shaping, a self-supervised framework that enhances learning in sparse-reward environments by combining intrinsic 
rewards with exploration bonuses. Moreover, [32] introduces a Bayesian reward-shaping framework incorporating prior beliefs to 
accelerate learning in the presence of delayed rewards, showing faster task completion with intuitive priors. Furthermore, [33] 
addresses low-speed convergence in RL by proposing a novel reward-shaping scheme integrating Graph Convolutional Recurrent 
Networks (GCRN), augmented Krylov basis, and look-ahead advice. This approach combines GCN and Bi-Directional Gated Recurrent 
Units (Bi-GRUs) to handle spatial and temporal dependencies more effectively. The Krylov basis provides accurate transition matrix 
estimation, while look-ahead advice refines reward shaping by considering both states and actions. Evaluations on Atari 2600 and 
MuJoCo demonstrate that this method accelerates learning and achieves higher rewards compared to existing GCN-based approaches.

A variety of approaches has been explored for dynamic resource management, spanning from traditional heuristics to modern 
AI-driven solutions. Heuristic-based methods [21] improve efficiency but often lack adaptability to real-time fluctuations. More re

cently, DRL-based approaches [28] have emerged as a promising solution, offering adaptive decision-making capabilities in highly 
dynamic environments. However, existing DRL techniques often suffer from slow convergence, high sample complexity, and sensi

tivity to environmental shifts, particularly when user mobility is involved. Moreover, it faces several challenges in scalability and 
computational feasibility. Standard RL models, such as DQN and PPO, require extensive training data and struggle with dynamic 
environmental shifts. Additionally, reward-shaping techniques [33] have been proposed to accelerate learning, yet their integration 
in dynamic edge computing scenarios remains limited. This paper builds upon these prior works by integrating GCN and Transformer 
encoders for a more structured reward-shaping mechanism, specifically tailored for dynamic environments with high user mobility. 
Unlike conventional DRL-based approaches, our proposed framework maintains the same fundamental resource requirements while 
significantly reducing convergence time, leading to lower overall data usage, computational overhead, and retraining costs. This 
efficiency makes our approach more suitable for real-world edge computing applications, where adaptive learning is necessary for 
dynamic service allocation in mobile environments.

To provide a structured comparative analysis of existing approaches, we summarize key aspects of heuristic-based, reinforcement 
learning, and graph-based optimization techniques in Table 1. This comparison highlights the limitations of traditional methods in 
terms of adaptability, computational feasibility, and convergence speed. While our approach builds on reward shaping methods, it 
introduces key enhancements to improve adaptability and scalability in dynamic, mobility-driven environments. By incorporating a 
Graph Convolutional Transformer (GCT), our framework captures spatial-temporal patterns more effectively, enabling faster learning 
and more efficient decision-making. In contrast to traditional DRL methods that struggle with slow convergence and high complex

ity, our structured reward shaping and message-passing mechanisms help the agent adapt smoothly to changing conditions with 
minimal computational overhead. Although the integration of GCNs, Transformers, and Krylov-based approximations may require 
more advanced deployment infrastructure compared to simpler DRL or heuristic approaches. However, our design was intentionally 
optimized to reduce overhead. These strategies help preserve computational efficiency while maintaining adaptability to dynamic 
environments, making the approach practical and scalable for real-time edge deployment.

3. Architecture

This section offers an in-depth explanation of the architecture shown in Fig. 1, detailing the key components and their interactions. 
It discusses the reasoning behind design decisions, the flow of data between modules, and how the architecture ensures flexibility 
and the efficiency of both individual components and the system as a whole.

3.1. Architecture overview

At its core, the on-demand architecture [35] is designed for efficiently deploying services close to the end-user. This proximity 
is achieved by deploying Docker containers on devices located near the requesting users. By utilizing these devices as ``near edge'' 
nodes, the architecture can process requests locally, thereby maximizing the QoS. The management of these containers is orchestrated 
by master nodes, which are responsible for maintaining the kubeadm cluster. This cluster serves as the backbone of the on-demand 
architecture, ensuring that the containers are connected and managed effectively. The architecture features a decision module within 
the master nodes that determines when to push services based on request volume. The cloud processes service requests and forwards 
them to the master nodes, which then allocate these services to the worker nodes. This would reduce the load on the cloud, and also 
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Fig. 1. The Overall Proposed Architecture. 

decrease the number of users the cloud has to serve. The host devices are distributed across different geographical areas, and the 
on-demand architecture ensures that they are deployed and positioned close to the users who need services.

The deployment and placement of services and host devices are optimized through a DRL agent. This agent is tasked with maxi

mizing specific objectives, as discussed in Section 4, while adhering to various constraints. The dynamic nature of the environment, 
characterized by constantly shifting user demands and varying locations of users in different areas, adds significant complexity to 
this process. Our framework optimizes resource placement to reduce contention and support effective decision-making. While the 
on-demand architecture handles host deployment, the DRL agent is tasked with placing services on available hosts based on user 
mobility and demand. By accounting for users’ movement patterns in its optimization goals, the agent can adapt more accurately 
to changing conditions, ensuring responsive and efficient resource management. Future work may explore incorporating network 
latency models to further enhance deployment strategies in latency-sensitive environments.

Moreover, in highly dynamic environments, where the conditions change frequently, the DRL agent faces the challenge of learning 
and adapting to new data in real time. If the agent’s learning process is prolonged, it may fail to converge before the environment 
changes again, rendering its learned policies ineffective. This introduces a continuous learning loop, where the agent must adapt to 
an ever-evolving environment. The risk here is that if the agent takes too long to converge, its policy may become obsolete, leading to 
inefficiencies. To tackle this challenge, we have integrated a reward-shaping method into the architecture. We are using a potential

based reward shaping to improve the learning speed of our reinforcement learning agents while preserving the optimal policy. This 
approach adjusts the reward signal by incorporating information from a potential function that reflects the state space. By enhancing 
the reward with this additional guidance, the agent learns more efficiently. Importantly, potential-based reward shaping ensures that, 
despite these adjustments, the agent still learns the same optimal strategy as it would without the shaping. This approach accelerates 
the learning process and helps the agent achieve higher reward functions in fewer episodes by providing more effective guidance 
in dynamic environments. This method enables the agent to quickly adapt to environmental changes, outperforming traditional 
learning methods. The DRL agent initiates the learning process. Subsequently, the second component, the reward-shaping module 
(GCT), processes these transitions to extract a shaping value that is incorporated into the overall reward. Once this module has 
matured, it can efficiently manage service placement and deployment, even in environments characterized by dynamic conditions 
and mobile users.

A key feature of our framework is its ability to preserve continual learning despite evolving environmental conditions. By utilizing 
a replay buffer, we ensure that past experiences are retained, preventing catastrophic forgetting while incorporating newly observed 
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changes. This balances short-term learning updates with long-term stability, ensuring that the agent remains responsive to mobility

driven fluctuations in service demand while maintaining an optimized policy. Unlike conventional approaches that may struggle with 
ongoing adaptation, our DRL-based framework naturally integrates continuous learning, making it well-suited for real-world, highly 
dynamic environments.

3.2. Architecture components

3.2.1. DRL environment

The DRL environment is structured as an MDP, which is represented by the following tuple < 𝑆,𝐴,𝑃 , 𝑟, 𝛾 >. To build the DRL 
agent, these components need to be carefully designed according to our problem; mobile client selection and service assignment. The 
MDP tuple definition is presented in Section 4. The set 𝑆 represents all possible states of the environment, each capturing a specific 
configuration or condition at any given time. The set 𝐴 includes all possible actions the agent can undertake from any state, dictating 
how the agent interacts with the environment. The transition probability matrix 𝑃 defines the likelihood of transitioning between 
states given an action, encapsulating the dynamics of the environment. The reward function 𝑟 assigns a value to state-action pairs, 
providing feedback on the desirability of actions and guiding the agent’s learning process. Finally, the discount factor 𝛾 determines 
the weight of future rewards compared to immediate rewards, influencing the agent’s decision-making strategy. Together, these 
components form a comprehensive model for evaluating and optimizing strategies in complex and evolving scenarios. This formulation 
focuses on optimizing the number of successfully fulfilled requests, minimizing the distance between the users and the edge devices 
serving their requests, primarily in dynamic and mobile environments, and optimizing the number of deployed hosts while respecting 
service priorities. In the remainder of this section, the description of addition components from the proposed architecture is presented. 
Details about the formulated MDP are provided in Section 4.

3.2.2. Look-ahead advice

This mechanism uses both states and actions to improve the learning process by informing the agent of what happens next [36]. 
This helps the agent in performing improved decisions. By considering possible future changes, the agent can adapt more quickly and 
develop stronger strategies.

The primary objective of reward shaping is to refine and guide the reward function. This is achieved by incorporating scaling 
values from the shaping function 𝐹 defined in Equation (1) into the reward function 𝑟 (from the MDP tuple), to form the combined 
reward function 𝑅 defined in Equation (2). By appending these values, the reward function is effectively directed and adjusted, 
resulting in an enhanced formulation.

𝐹 (𝑆𝑡,𝑆𝑡+1) = 𝛾𝜙(𝑆𝑡+1) − 𝜙(𝑆𝑡) (1)

𝑅(𝑆𝑡,𝐴𝑡,𝑆𝑡+1) = 𝑟(𝑆𝑡,𝐴𝑡) + 𝐹 (𝑆𝑡,𝑆𝑡+1) (2)

where 𝐹 is the shaping function, 𝜙 is the potential shaping functions that output a scalar value, 𝑆𝑡 is the state representation at 
timestep 𝑡, and 𝐴𝑡 is the action taken at timestep 𝑡.

In our proposed architecture, we present the state transitions through actions by a graph, where nodes are states and edges 
correspond to actions. Using the graph structure, we are able to capture spatial and temporal dependencies between the various 
states, thus extracting useful insights to control the reward signal. By applying the message passing technique commonly used in 
Hidden Markov Models (HMM) [37], we can calculate the probability that the agent is following an optimal trajectory based on the 
current state and action. This probability serves as a valuable signal for accelerating learning.

A more comprehensive approach involves constructing reward shaping based on both states and actions, which we adapt when 
building the proposed potential-based reward shaping solution. Building on the look-ahead advice outlined in [36], the shaping 
function is formulated to incorporate this dual consideration, resulting in the following structure:

𝐹 (𝑆𝑡,𝐴𝑡,𝑆𝑡+1,𝐴𝑡+1) = 𝛾𝜙(𝑆𝑡+1,𝐴𝑡+1) − 𝜙(𝑆𝑡,𝐴𝑡) (3)

𝑅(𝑆𝑡,𝐴𝑡,𝑆𝑡+1,𝐴𝑡+1) = 𝑟(𝑆𝑡,𝐴𝑡) + 𝐹 (𝑆𝑡,𝑆𝑡+1,𝐴𝑡+1) (4)

As shown in both equations, the shaping function is a function of both the state and action with the intention of giving the DRL 
agent a more informed advice specific to a given action instead of the whole state. The message passing process involves computing 
forward and backward messages, which can be computationally intensive, especially when dealing with a large graph comprising 
numerous states and transitions [37]. The shaping function dynamically adjusts based on the agent’s real-time transitions, ensuring 
that reward adjustments remain aligned with the evolving mobility patterns and service requests. Therefore, we present in the next 
section a graph neural network model that is well suited to perform message passing.

3.2.3. GCT model

This component operates through the following process: for each episode in the environment, we begin by collecting a sample of 
the agent’s transitions. With these transitions, we construct a sub-graph, highlighted in Fig. 1. This sub-graph serves as the foundation 
for the next steps. The graph of states and action are used to form as an input for the GCN. Considering actions in addition to the 
state reinforces the look-ahead advice mechanism.
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In its nature, a forward pass in GCN requires the adjacency matrix in the graph, which corresponds to the nature of connections 
for given graph as input. In our case, the provided graph represents the states transitions through actions. Therefore, the adjacency 
matrix should correspond to the probability transition matrix 𝑃 from the MDP tuple. Since it is impossible to model the transition 
matrix due to the high dynamicity a non-stationarity in the environment, the proposed approach utilizes an approximation of 𝑃 . 
Hence, we utilize the augmented Krylov algorithm to build the Krylov subspace 𝐾 , which approximates the transition matrix 𝑃 . 
The advantage of using the Krylov subspace lies in its ability to efficiently capture the dynamics of the environment with reduced 
computational complexity, making it well-suited for large-scale problems. The augmented Krylov algorithm requires only a subset 
of 𝑃 to build the approximation. Following training on various versions of the graph depending on the DRL agent’s experiences, the 
GCN produces an output denoted as (𝐺𝐶) for time step 𝑡. Before producing the shaping value out of GCN, a transformer encoder 
is appended to GCN to study the long term dependencies between the different states and actions of the given graphs. The overall 
network combining GCN and the transformer encoder is named 𝐺𝐶𝑇 , which forms our shaping function.

GCN: In this model, the GCN handles the message passing by propagating information about rewarding states to neighboring 
nodes using a filter matrix (𝐾 representing the approximated 𝑃 ), while the transformer predicts the next reward shaping value. The 
GCT model effectively captures the intricate spatio-temporal dynamics within the environment by harnessing the complementary 
capabilities of GCN and transformer encoders. GCNs, due to their recursive design, are well-suited for message passing, allowing 
efficient propagation of information across the graph. This is supported by the use of the graph Laplacian, which acts as a filtering tool 
during the process. The Laplacian either represents the relationships and connectivity between nodes or serves as an approximation 
of the transition matrix, allowing the GCN to process complex graph-based data. Previous research, such as in [17], has employed 
the graph Laplacian in the context of reward shaping within GCN, under the assumption that the value function is smooth across 
the MDP graph. However, this smoothness assumption can introduce inaccuracies in the value function’s approximation. To address 
these potential errors, the Krylov basis [38] is computed, offering a more precise approach to approximating the transition dynamics. 
Using the Krylov basis generated by the augmented Krylov algorithm generates a closer estimate to 𝑃 , which is the actual transition 
matrix, compared to the graph Laplacian [39].

Initially, the GCN is employed to conduct semi-supervised learning, leveraging its recursive architecture and ability to propagate 
information from labeled data to neighboring nodes. By converting samples of the agent transitions into a graph structure, we can 
utilize the GCN to execute message passing. A forward pass in the GCN with two layers can be expressed as follows:

𝜙𝐺𝐶𝑁 (𝑋) = Softmax(𝐾ReLU(𝐾𝑋𝑊1)𝑊0) (5)

Where the activation functions used are ReLu and Softmax, 𝐾 is the 𝐺𝐶𝑁 filter, 𝑋 is the input matrix (states and actions forming a 
sub-graph), and 𝑊0, 𝑊1 are the layers’ weights.

Transformer: In prior research, GCN was combined is RNNs to predict shaping values for reward shaping in Atari games [33], lever

aging their sequential data processing capabilities. However, in the context of resource management within dynamic environments, 
where states and actions are represented as a graph and integrated with GCN, transformer encoders offer distinct advantages over 
RNNs. Unlike RNNs, which process data sequentially and may struggle with long-range dependencies due to their inherent recurrence, 
transformer encoders utilize a self-attention mechanism, allowing them to efficiently capture both local and global dependencies in 
the graph. This capability is especially useful in dynamic environments, where rapidly changing state-action relationships require 
full graph context for accurate shaping value prediction. By optimizing with attention mechanisms, this integration enhances the 
architecture’s ability to handle complex scenarios effectively.

The transformer encoder inputs sequences using the self-attention mechanism and feed-forward neural network. For an input 
sequence 𝑋 with embedding 𝑥𝑖, the encoder layer applies self-attention followed by a feed-forward network. The combined equation 
for one layer of the Transformer encoder is:

𝐴𝑡𝑡𝑒𝑛𝑡𝑖𝑜𝑛(𝑋) = 𝑆𝑜𝑓𝑡𝑚𝑎𝑥(𝑋𝑊 𝑄(𝑋𝑊 𝑘)𝑇√
𝑑𝑘

)(𝑋𝑊 𝑣) (6)

𝑁𝑜𝑟𝑚𝑎𝑡𝑡 =𝐿𝑎𝑦𝑒𝑟𝑁𝑜𝑟𝑚(𝑋 +𝐴𝑡𝑡𝑒𝑛𝑡𝑖𝑜𝑛(𝑋)) (7)

𝐹𝐹𝑁(𝑁𝑜𝑟𝑚𝑎𝑡𝑡) =𝑚𝑎𝑥(0,𝑁𝑜𝑟𝑚𝑎𝑡𝑡𝑊1′ + 𝑏1)𝑊2′ + 𝑏2 (8)

𝑂𝑢𝑡𝑝𝑢𝑡 =𝐿𝑎𝑦𝑒𝑟𝑁𝑜𝑟𝑚(𝑁𝑜𝑟𝑚𝑎𝑡𝑡 + 𝐹𝐹𝑁(𝑁𝑜𝑟𝑚𝑎𝑡𝑡)) (9)

where 𝑊 𝑄, 𝑊 𝑘, 𝑊 𝑣 are the weight matrices for the query, key, and value projections. Moreover, 𝑑𝑘 is the dimension of the 
key vectors. Furthermore, 𝐹𝐹𝑁() method is the Feed-Forward method, while 𝑊1′ and 𝑊2′ are the weight matrices for the feed

forward network. In conjunction with this, 𝑏1 and 𝑏2 are the biases for the feed-forward network. Lastly, 𝐿𝑎𝑦𝑒𝑟𝑁𝑜𝑟𝑚 denotes layer 
normalization. In summary, each layer of the Transformer encoder applies self-attention followed by a feed-forward network, with 
residual connections and layer normalization applied at each step to ensure stable training and efficient representation learning.

Our reward shaping module, implemented using a GCN, is executed in parallel with the DRL agent PPO. The GCN is updated 
at predefined intervals, ensuring that it does not interfere with the real-time decision-making of the DRL agent. Additionally, our 
approach leverages an offline pre-training phase where the GCN learns spatial-temporal relationships from historical data. This struc

tured learning phase significantly reduces the computational burden during deployment, as the DRL agent starts with an optimized 
policy, minimizing unnecessary updates. This dual-phase approach ensures that our solution maintains computational efficiency while 
effectively handling dynamic service allocation in mobile edge computing. To effectively handle the challenges of slow convergence 
and inefficient adaptation in dynamic edge computing environments, our framework integrates GCN, Transformers, and Augmented 
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Krylov Subspace Approximation. Together, these components help the agent capture spatial patterns, model long-term dependencies, 
and approximate transitions efficiently. By combining Krylov approximation with real-time GCN updates and Transformer-based tem

poral modeling, the system adapts well to non-stationary edge environments and maintains reliable decision-making under changing 
conditions.

To further enhance scalability, we optimize message passing and self-attention mechanisms by limiting computations to sampled 
transitions rather than maintaining a large, persistent graph structure. Our Transformer-based learning mechanism ensures that only 
the most relevant information is used for decision-making, minimizing unnecessary computations while preserving learning efficiency. 
This approach ensures that our framework remains scalable and suitable for dynamic edge computing environments without incurring 
significant performance strain.

3.2.4. Users

In this architecture, users request services, given that the number of users in different areas changes dynamically. Their interac

tions are deeply embedded within the environment, with their movements and activities meticulously tracked and recorded. These 
interactions are not just passive; they actively influence the environment’s complexity and adaptability. By incorporating real-time 
user activities and varying user numbers, the environment becomes highly responsive to rapid changes in user behavior. This design 
ensures that the environment can simulate the dynamic shifts and challenges associated with fluctuating user demands, providing a 
realistic and robust setting for testing and optimizing the architecture’s performance.

4. Model formulation and solution

In this section, we outline the design and setup of our components, including the MDP environment formulation, as well as the 
objective functions and constraints. Besides, we describe the PPO algorithm employed and the reward-shaping method to achieve 
rapid adaptation and higher reward in dynamic environments. Our framework operates in a non-tabular state-action space.

4.1. MDP formulation

Our architecture is designed to accommodate users moving across various locations, dynamically requesting services that need to 
be efficiently managed and deployed. The system is structured with a set of services 𝑆𝑣 = [𝑆𝑣1, 𝑆𝑣2,… , 𝑆𝑣𝑛], where 𝑛 denotes the total 
number of services. To support these services, we have 𝑚 host devices, represented as 𝐻 = [𝐻1,𝐻2,… ,𝐻𝑚], each capable of hosting 
one or more services. Each host 𝐻𝑗 is characterized by its resource capacity, detailed as 𝐻𝑗 = [𝐻𝑗,𝑐𝑝𝑢,𝐻𝑗,𝑚𝑒𝑚𝑜𝑟𝑦,𝐻𝑗,𝑑𝑖𝑠𝑘𝑠𝑝𝑎𝑐𝑒,𝐻𝑗,𝑙𝑜𝑐𝑎𝑡𝑖𝑜𝑛]
representing the available CPU, memory, disk space, and geographic location of the host, respectively. Similarly, each service 𝑆𝑣𝑖 has 
specific resource requirements to operate effectively, represented as 𝑆𝑣𝑖 = [𝑆𝑣𝑖,𝑐𝑝𝑢,𝑆𝑣𝑖,𝑚𝑒𝑚𝑜𝑟𝑦,𝑆𝑣𝑖,𝑑𝑖𝑠𝑘𝑠𝑝𝑎𝑐𝑒,𝑆𝑣𝑖,𝑝𝑟𝑖𝑜𝑟𝑖𝑡𝑦]. The 𝑆𝑣𝑖,𝑝𝑟𝑖𝑜𝑟𝑖𝑡𝑦
parameter indicates the priority level of a service, ranging from 0 (low priority) to 1 (high priority). This representation ensures that 
as users move and generate service requests, the system can dynamically allocate resources to meet the demands efficiently while 
considering the priority of each service.

Let 𝐿(𝑡) denote the vector of normalized request counts for each service at time t. The 𝐿(𝑡) for a service 𝑆𝑣𝑖 denoted as 𝐿(𝑡)𝑆𝑣𝑖
is 

calculated as:

𝐿(𝑡)𝑆𝑣𝑖
=

Number of requests for service 𝑆𝑣𝑗 at time t
Total number of requests for all services at t

(10)

The placement decision is made step by step, by considering each service on a host device, within a state at time 𝑡 until all 
available clients have been examined. The overall placement decision, represented as 𝑘, is a two-dimensional matrix of size 𝑛×𝑚. In 
this matrix, the value 𝑘𝑖,𝑗 (𝑡) = 1 indicates that service 𝑆𝑣𝑖 is deployed on device 𝐻𝑗 at time 𝑡, while 0 signifies otherwise.

The state space is represented by 𝑆(𝑡) ∈ 𝑆 , with 𝑆(𝑡) = (𝑘(𝑡), 𝑖, 𝑗,𝐷𝐴(𝑡)), where 𝑘 is the current deployment and placement matrix, 
𝑖 is the index of the service that we are trying to deploy, 𝑗 is the current host device index, and 𝐷𝐴 is a vector of length 𝑦 that 
indicates the requested areas for deploying clients, where 𝐷𝐴𝑦 is set to 1 if the area is requested and 0 if it is not. Here, 𝑦 represents 
the total number of area locations in the environment.

The available actions in our framework are binary, offering two distinct choices: (1) selecting a host for service deployment or (2) 
excluding a host from the deployment process. Specifically, when a host 𝐻𝑗 is selected, the action involves deploying service 𝑆𝑣𝑖 on 
that host. In contrast, if a host is not chosen, the selected service remains unassigned to that device. These actions are represented 
as 𝐴 = [0,1] where 1 indicates the deployment of the service 𝑆𝑣𝑖 on the host and 0 signifies the exclusion of the host from the 
deployment cycle of the service.

4.2. GCT configuration

The GCT model integrates GCN and Transformer encoders, as illustrated in Fig. 1. This hybrid architecture enables the model 
to capture both intricate spatial dependencies and evolving temporal dynamics within the state-action graph. Specifically, the GCT 
framework consists of a GCN module followed by a Transformer encoder. The GCN processes the initial input of states and actions, 
implementing the look-ahead advice mechanism to enhance decision-making. The processed output from the GCN then serves as the 
input for the Transformer encoder. The final output of the GCT is a probability distribution, which represents the potential shaping 
function and informs resource allocation strategies.
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To compute the Krylov basis, we utilize the augmented Krylov algorithm applied to a sub-graph of the system [40]. This algorithm 
generates a series of vectors that approximate the transition matrix’s behavior. Specifically, the augmented Krylov algorithm operates 
by iteratively generating vectors that capture the dominant characteristics of the transition matrix based on the sub-graph. These 
vectors are then aggregated to form the Krylov basis, which serves as an approximation of the transition matrix. This basis facilitates 
the representation of the system’s dynamics in a reduced-dimensional space, enabling more efficient computation.

The standard loss function for the GCT integrates both base and recursive components to accurately capture the message pass

ing mechanism. The loss function is designed to reflect these two aspects, ensuring a comprehensive evaluation of the network’s 
performance. Specifically, the loss function is expressed as follows:

𝑙𝑜𝑠𝑠 = 𝑙𝑜𝑠𝑠0(S, A) +𝐿𝑜𝑠𝑠𝑟𝑒𝑐(𝑆,𝐴) (11)

In this formulation, the Base Loss (𝑙𝑜𝑠𝑠0) pertains to the initial states and actions, while Recursive Loss accounts for the iterative 
updates based on the message passing through the network. The lists Base States and Base Actions represent the foundational data 
points where each action is paired with its corresponding state, and these are associated with non-zero rewards for the current episode. 
Conversely, 𝑆 and 𝐴 denote the states and actions derived from the sampled transitions, which are used to compute the recursive 
loss (𝑙𝑜𝑠𝑠𝑟𝑒𝑐). This structure ensures that both the static and dynamic aspects of the network’s operation are considered, allowing for 
a more accurate and effective learning process.

4.3. Reward function

Our reward shaping method is designed to simultaneously satisfy four key objective functions while avoiding specific constraints, 
ensuring a balanced and efficient approach to resource management. Each objective is associated with a weight value, denoted as 
𝑤𝑖 where the total weight sum 𝑊 =

∑4
𝑖=1𝑤𝑖 = 1. These weights are fully adjustable, allowing for flexibility in prioritizing different 

objectives depending on the specific needs of the environment or application. The four objective functions are: (1) Maximize Service 
Fulfillment, (2) Minimize Host-Service Distance, (3) Maximize High-Priority Service Deployment, and (4) Minimize the Number of 
Deployed Hosts. By carefully adjusting the weights assigned to each objective, our method can adapt to different scenarios, striking 
an optimal balance between competing goals such as service coverage, resource efficiency, and priority management.

The first goal is to Maximize Service Fulfillment 𝑐1. This objective is designed to maximize the number of services that are 
successfully deployed, ensuring the system meets user demands, even in dynamic environments where users and devices are constantly 
moving. The goal is to encourage the agent to strategically place services in anticipation of shifting demand at the next time-step. 
By learning the patterns of service demand fluctuations and user mobility over time, the agent becomes more adept at predicting 
and responding to these changes. In such dynamic environments, this approach ensures that a higher number of user requests are 
fulfilled by the edge cluster, despite the challenges posed by constantly changing locations and service requirements. This leads 
to lower response times, increased throughput, and overall improved QoS. The objective is to drive the agent towards maximizing 
service fulfillment, minimizing the cost associated with unmet demands, and ensuring efficient resource allocation that adapts to the 
movement of users and the evolving environment. This cost can be mathematically formulated as

𝑐1(𝑡) =𝑚𝑎𝑥(
𝑛 ∑

𝑖=1 

𝑚 ∑
𝑗=1 

𝐷𝑖(𝑡) × 𝑘𝑖,𝑗 (𝑡)) ×𝑤1 (12)

𝑐1 is summing the total number of services given that they were requested at time 𝑡, where 𝐷(𝑡) is an array of size 𝑛. Each element 
𝐷𝑖(𝑡) = 1 indicates that the service 𝑆𝑣𝑖 was both requested, as denoted by 𝐿𝑖(𝑡) = 1, and successfully deployed on a host from the set 
𝐻 . Each element 𝐷𝑖(𝑡) is defined as:

𝐷𝑖(𝑡) =
⎧⎪⎨⎪⎩

1, if 𝐿𝑖(𝑡) = 1 and 𝑆𝑣𝑖(𝑡) is successfully

deployed on a host from the set 𝐻,

0, otherwise.

(13)

The second objective is to Minimize Host-Service Distance 𝑐2. This function focuses on minimizing the physical or network 
distance between the hosts and the services they deploy, especially in a dynamic environment where users are constantly moving. 
By strategically placing services closer to where users are located or expected to be, the system reduces latency and enhances service 
efficiency. This approach is crucial for the fog computing layer, as it aims to deliver services as near as possible to the end-users. 
The on-demand architecture tracks user movements within its clusters, allowing it to compute the average time each user spends in 
a cluster and predict their likely next location as proved in [35]. By doing so, it aims to minimize the distance between the current 
service deployment host and the user’s next place location, ensuring the service remains accessible as users move. This strategy helps 
reduce bandwidth delays and improves physical reachability, optimizing overall service performance. Prioritizing proximity not only 
improves response times but also ensures a higher QoS, adapting in real-time to the shifting locations and demands of users. This cost 
function can be expressed as:

𝑐2(𝑡) =𝑚𝑖𝑛(
𝑛 ∑

𝑖=1 

𝑚 ∑
𝑗=1 

𝑑𝑖,𝑗 × 𝑘𝑖,𝑗 (𝑡)) ×𝑤2 (14)
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where 𝑑𝑖,𝑗 is the distance (physical or network) between host 𝐻𝑗 and the user requesting service 𝑆𝑣𝑖, extracted from 𝐻𝑗,𝑙𝑜𝑐𝑎𝑡𝑖𝑜𝑛 and 
the next place a user will be in a dynamic and moving environment.

The third objective is to Maximize High-Priority Service Deployment 𝑐3. This objective focuses on ensuring that high-priority 
services are given precedence in deployment decisions, guaranteeing that essential applications receive the resources they need to 
operate efficiently. In a dynamic environment where users are constantly moving and generating varying demands, it’s crucial to 
prioritize the rapid deployment of critical services. By doing so, the system maintains a high level of QoS for these vital applications, 
ensuring they are deployed promptly and without delay, even in the face of competing demands from lower-priority services.

𝑐3(𝑡) =𝑚𝑎𝑥(
𝑛 ∑

𝑖=1 

𝑚 ∑
𝑗=1 

𝑝𝑖 × 𝑘𝑖,𝑗 (𝑡)) ×𝑤3 (15)

where 𝑝𝑖 is the priority of service 𝑆𝑣𝑖, derived from 𝑆𝑣(𝑖,𝑝𝑟𝑖𝑜𝑟𝑖𝑡𝑦), with values ranging from 0 to 1.

The fourth objective is to Minimize the Number of Deployed Hosts 𝑐4. The goal is to reduce the number of active hosts required 
for service deployment, which is significantly important in dynamic environments where user movements and fluctuating demands can 
strain system resources. By minimizing the number of hosts in use, the system conserves unused resources, simplifying management 
and reducing the overall complexity of the infrastructure. This approach not only lessens the burden on servers responsible for 
monitoring and maintaining host health but also accelerates the learning process for adapting to changing resource availability and 
optimizing service placement in real-time.

𝑐4(𝑡) =𝑚𝑖𝑛(
𝑚 ∑
𝑗=1 

(
𝑛 ∑

𝑖=1 
𝑘𝑖,𝑗 (𝑡) ≥ 0)) ×𝑤4 (16)

This objective reduces the number of hosts being used by ensuring services are deployed on the minimum number of hosts required.

Those objectives are subject to resource constraints. Each host 𝐻𝑗 has limited resources 𝐻𝑖,𝑐𝑝𝑢, 𝐻𝑖,𝑚𝑒𝑚𝑜𝑟𝑦, 𝐻𝑖,𝑑𝑖𝑠𝑘𝑠𝑝𝑎𝑐𝑒, and the 
total resources used by all services deployed on that host must not exceed the available capacity as express below:

𝑛 ∑
𝑖=1 

𝑘𝑖,𝑗 (𝑡) × 𝑆𝑣𝑖,𝑐𝑝𝑢 ≤𝐻𝑖,𝑐𝑝𝑢 (17)

𝑛 ∑
𝑖=1 

𝑘𝑖,𝑗 (𝑡) × 𝑆𝑣𝑖,𝑚𝑒𝑚𝑜𝑟𝑦 ≤𝐻𝑖,𝑚𝑒𝑚𝑜𝑟𝑦 (18)

𝑛 ∑
𝑖=1 

𝑘𝑖,𝑗 (𝑡) × 𝑆𝑣𝑖,𝑑𝑖𝑠𝑘𝑠𝑝𝑎𝑐𝑒 ≤𝐻𝑖,𝑑𝑖𝑠𝑘𝑠𝑝𝑎𝑐𝑒 (19)

while a service can only be deployed on a one host at a time.

𝑚 ∑
𝑗=1 

𝑘𝑖,𝑗 (𝑡) ≤ 1 (20)

If the constraints are violated, this will affect the reward function by adding those violations as punishments to the method. The 
𝐶𝑃𝑈𝑣𝑖𝑜𝑙𝑎𝑡𝑖𝑜𝑛 can be expressed as:

𝐶𝑃𝑈𝑣𝑖𝑜𝑙𝑎𝑡𝑖𝑜𝑛(𝑡) =
𝑚 ∑
𝑗=1 

𝑚𝑎𝑥(0,
𝑛 ∑

𝑖=1 
𝑘𝑖,𝑗 (𝑡) ×𝑆𝑣𝑖,𝑐𝑝𝑢 −𝐻𝑖,𝑐𝑝𝑢) (21)

The same logic applies to 𝑀𝑒𝑚𝑜𝑟𝑦𝑣𝑖𝑜𝑙𝑎𝑡𝑖𝑜𝑛(𝑡) and 𝑑𝑖𝑠𝑘𝑠𝑝𝑎𝑐𝑒𝑣𝑖𝑜𝑙𝑎𝑡𝑖𝑜𝑛(𝑡).
The second violation occurs if a service is deployed on more than one host simultaneously expressed as follows:

𝐷𝑒𝑝𝑙𝑜𝑦𝑚𝑒𝑛𝑡𝑣𝑖𝑜𝑙𝑎𝑡𝑖𝑜𝑛(𝑡) =
𝑛 ∑

𝑖=1 
𝑚𝑎𝑥(0,

𝑚 ∑
𝑗=1 

𝑘𝑖,𝑗 (𝑡) − 1) (22)

The overall reward method 𝑟(𝑡) at timestep 𝑡 will be equal to 𝑟(𝑡) = (𝑤1 × 𝑐1(𝑡)) − (𝑤2 × 𝑐2(𝑡)) + (𝑤3 × 𝑐3(𝑡)) − (𝑤4 × 𝑐4(𝑡)) −
(𝐶𝑃𝑈𝑣𝑖𝑜𝑙𝑎𝑡𝑖𝑜𝑛(𝑡) +𝑀𝑒𝑚𝑜𝑟𝑦𝑣𝑖𝑜𝑙𝑎𝑡𝑖𝑜𝑛(𝑡) + 𝑑𝑖𝑠𝑘𝑠𝑝𝑎𝑐𝑒𝑣𝑖𝑜𝑙𝑎𝑡𝑖𝑜𝑛(𝑡) +𝐷𝑒𝑝𝑙𝑜𝑦𝑚𝑒𝑛𝑡𝑣𝑖𝑜𝑙𝑎𝑡𝑖𝑜𝑛(𝑡)).

This optimization framework dynamically adjusts to user movements and changing demands, ensuring that the deployment of 
services is both efficient and responsive to the dynamic environment. The balance between maximizing service fulfillment, minimizing 
latency, prioritizing critical services, and optimizing host usage is achieved by tuning the weight parameters according to the system’s 
specific needs. This reward function is later shaped by Equation 4.
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4.4. Solution

Algorithm 1: PPO with GCT (GCN + Transformers) for Reward Shaping.

1 Input: Environment parameters, PPO parameters, GCT parameters; 
2 Output: Trained PPO model with reward shaping; 
3 Initialize PPO policy network 𝜋𝜃 ; 
4 Initialize GCT model with GCN and Transformer layers; 
5 Initialize Rollout storage storage; 
6 Initialize optimizers for 𝜋𝜃 and GCT models; 
7 while not done do

8 for each step in num_steps do

9 Sample actions 𝐴𝑡 from policy network 𝜋𝜃(𝐴𝑡|𝑆𝑡); 
10 Step the environment, observe new states 𝑆𝑡+1, and dones 𝑑𝑡 ; 
11 Store experiences (𝑆𝑡,𝐴𝑡, 𝑟,𝑆𝑡+1 , 𝑑𝑡) in storage; 
12 if step % GCN_interval == 0 then

13 Build Transition Graph G; 
14 for each transition in storage do

15 Add transition (𝑆𝑡,𝐴𝑡,𝑆𝑡+1) to 𝐺; 
16 end 
17 Build the sampled transition matrix 𝑃 ′ from 𝐺; 
18 Construct Krylov basis 𝐾 from 𝑃 ′ ; 
19 Update GCT with 𝐾 ; 
20 end 
21 end 
22 Compute returns 𝑟 and advantages 𝐴̂𝑡 ; 
23 Compute the probability ratio 𝑝𝑟(𝜃) = 𝜋𝜃 (𝐴𝑡 |𝑆𝑡 ) 

𝜋𝜃𝑜𝑙𝑑
(𝐴𝑡 |𝑆𝑡 )

; 
24 Compute the clipped objective:

𝐿𝐶𝐿𝐼𝑃 (𝜃) = 𝔼𝑡[min(𝑝𝑟(𝜃)𝐴̂𝑡, clip(𝑝𝑟(𝜃),1 − 𝜖,1 + 𝜖)𝐴̂𝑡)]

Update the policy parameters by maximizing the objective function:

𝜃 ← 𝜃 + 𝛼∇𝜃𝐿
𝐶𝐿𝐼𝑃 (𝜃)

Compute combined value function:

𝑄comb = 𝛼𝑄+ (1 − 𝛼)𝑄𝜙

Update rewards in storage with shaped rewards; 
25 if episode end then

26 Log rewards, losses, and other metrics; 
27 Save model checkpoints; 
28 end 
29 Reset storage and environment for new episode; 
30 end 
31 Return: Final trained PPO policy with GCT-based reward shaping; 

In dynamic environments where conditions are constantly changing, and users are frequently on the move, it is essential for RL 
agents to quickly and effectively adapt to these shifts. Our agent leverages the Proximal Policy Optimization (PPO) algorithm [41], 
a state-of-the-art policy gradient method that is particularly well-suited for environments characterized by such dynamism. The PPO 
algorithm optimizes the policy directly, which is crucial in scenarios where the environment is non-stationary, meaning the optimal 
actions can change over time as users move and as resources fluctuate.

PPO is favored in dynamic environments due to its ability to maintain stability during policy updates, which is vital when the 
environment is in shift. The algorithm introduces a clipped objective function, which ensures that updates to the policy do not deviate 
excessively from the previous policy. This stability is crucial when the agent must continuously adapt to new states and conditions 
without overshooting or making erratic changes that could lead to suboptimal performance. The PPO objective function is formulated 
as:

𝐿(𝜃) = 𝔼𝑡

[
min

(
𝑝𝑟(𝜃)𝐴̂𝑡, clip(𝑝𝑟(𝜃),1 − 𝜖,1 + 𝜖)𝐴̂𝑡

)]
(23)

where 𝜃 represents the policy parameter, The clip function in PPO limits the policy update by constraining the probability ratio 𝑝𝑟(𝜃)
within a range around 1, and 𝑝𝑟(𝜃) represents the probability ratio between the new policy and the old policy, expressed as:

𝑝𝑟(𝜃) =
𝜋𝜃(𝐴𝑡|𝑆𝑡) 
𝜋𝜃𝑜𝑙𝑑

(𝐴𝑡|𝑆𝑡)
(24)

Furthermore, 𝐴̂𝑡 is the advantage estimate that measures how much better an action 𝑎 performs compared to a baseline (usually 
the value function), and 𝜖 is a small hyperparameter that determines the range of clipping. This clipping mechanism is essential 
because it prevents large policy updates, which could destabilize learning in dynamic environments where the agent needs to make 
incremental adjustments rather than drastic changes. As the agent encounters new data, it can adjust its policy to accommodate 
changes in user behavior, resource availability, and other environmental factors. This adaptability ensures that the agent continues to 
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perform optimally even as the environment shifts, providing reliable service and maintaining high efficiency. In our context, where 
users are constantly moving and generating new service requests, PPO allows the agent to dynamically allocate resources in real time. 
By optimizing the policy to respond to changing conditions, PPO ensures that the agent can quickly adapt its strategy, effectively 
balancing resource usage and service quality. The process is outlined in Algorithm 1.

In parallel, we are training the GCT. At regular intervals, a subset of the transition matrix is used to construct a sub-graph, which is 
then employed to train the GCT. During this training, the augmented Krylov algorithm is utilized to approximate the transition matrix 
based on the sampled sub-graph [17]. The GCT’s loss function is then applied to optimize its performance. Subsequently, the combined 
value function 𝑄𝑐𝑜𝑚𝑏 = 𝛼𝑄 + (1 − 𝛼)𝑄𝜙, which incorporates reward shaping, is derived, enabling enhanced decision-making and 
learning efficiency within the dynamic environment. The GCT updates the reward shaping function periodically, while the DRL agent 
learns to optimize based on this enriched feedback. This combined approach helps in managing complex, dynamic environments with 
moving users, improving overall learning efficiency and system performance. Moreover, our reward function explicitly incorporates 
network latency as a core optimization criterion, ensuring that the agent learns to prioritize service placements that minimize delay. As 
the DRL agent optimizes its policy over time, it naturally selects edge hosts with lower expected latency to users, ensuring that service 
allocation remains responsive even under dynamic mobility conditions. This adaptive learning approach enables our framework to 
achieve low-latency, high-availability service delivery without requiring direct modeling of inter-host communication overhead.

5. Experiments and analysis

In our experiments, we simulate a highly dynamic environment where users exhibit significant mobility, frequently moving be

tween different geographic locations while requesting various critical services. An example of such services includes continuous 
health monitoring provided by wearable devices. To capture the intricate patterns of user movement and service requests, we utilize 
the MOBILE DATA CHALLENGE (MDC) dataset [42], which is notably well-suited due to its detailed records of user mobility and 
geographical context. This dataset allows us to model users as clients actively requesting services. The host devices that volunteer 
to provide these services are selected based on the Google Cluster Workload dataset [43], which offers a rich source of data on 
the resource capabilities and usage patterns of cloud-based systems. MDC represents a continuous record of user mobility patterns 
in a dynamic environment, making it ideal for analyzing user-driven service requests and resource availability fluctuations. To fur

ther validate our approach under real-world mobile edge computing conditions, we integrate the Shanghai Telecom Mobile User 
Dataset [44]. This dataset provides real-world cellular network mobility traces, including handover events between base stations 
and timestamped service requests such as data traffic, SMS usage, and call records. Unlike MDC, which primarily focuses on spatial 
mobility patterns, the Shanghai Telecom dataset allows us to analyze how mobile users generate service demands dynamically while 
transitioning between area locations. By integrating both datasets, we ensure that our evaluation considers both mobility-driven 
and service-driven variations, creating a comprehensive and realistic simulation of adaptive resource management in mobile edge 
computing environments.

To validate the effectiveness of our proposed solution, we conducted a comparative analysis involving several benchmarks. Our 
approach is assessed against a DRL model that does not utilize reward shaping, as well as heuristic solution [28] and reward shaping 
methods employing RNNs with GCN [33] (GCRN). This comparison aims to evaluate how the DRL agent performs under shifting 
environmental conditions, especially focusing on how it adapts to changes in movements. Additionally, we explore variations in our 
objective functions and observe the impact on available resources when implementing our solution.

We evaluate our approach using PPO and compare it with baseline methods. While Soft Actor-Critic (SAC) and Twin Delayed Deep 
Deterministic Policy Gradient (TD3) are known for their sample efficiency and policy stability, their reliance on off-policy learning 
and replay buffers makes them less suited for rapidly evolving environments where state transitions shift frequently. Our dynamic 
edge computing scenario introduces high variability in resource allocation, requiring an algorithm that can adapt to real-time changes 
efficiently. PPO, with its policy gradient updates and adaptive step size, achieves a better trade-off between stability and adaptability, 
ensuring robust performance in our use case.

The model architecture, as detailed, integrates a GCN layer with a predefined number of input features, which defines the di

mensionality of the output. This output is then processed by a Transformer Encoder, which is configured with a hidden size of 32, 
four attention heads, two layers, and a dropout rate of 0.2 to address potential overfitting. We conducted an extensive hyperparam

eter tuning process using Bayesian Optimization. The key parameters tuned include the learning rate, discount factor, batch size, 
exploration strategy, and network architecture parameters. The tuning process aimed to balance the trade-offs between convergence 
speed, sample efficiency, and computational overhead in a highly dynamic environment. The hidden size of 32 was chosen to balance 
computational efficiency and representational power, as larger hidden sizes were found to increase training time without significant 
performance improvement. The selection of four attention heads was based on preliminary experiments indicating that this configu

ration provides an effective trade-off between model complexity and the ability to capture diverse patterns in the input. The two-layer 
structure of the Transformer Encoder was determined to be sufficient for the task, as additional layers did not yield noticeable gains 
in performance, and increasing depth could lead to overfitting in the absence of a significantly larger dataset. The dropout rate of 
0.2 was tuned to mitigate overfitting, as higher values led to underfitting and lower values were insufficient for regularization. These 
architectural choices were informed by empirical validation and guided by considerations of computational feasibility, ensuring the 
model achieves robust performance while maintaining efficiency. The final output is produced by a fully connected layer that trans

lates the transformed features into the desired output format. Our experimental setup includes 45 services and 15 devices available 
as hosts. We utilize the Open AI Gym [45] due to its versatility in incorporating and merging various architectures, and we developed 
our customized dynamic environments within this framework. In the experiments, we simulate shifts and changes in the environment 
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Fig. 2. The performance of a DRL agent with and without the use of the GCT solution. 

Fig. 3. The performance of our DRL agent, both with and without the implementation of reward shaping, during shifts and changes in the environment. 

by dynamically altering the requests of a subset of users while the DRL agent continues to learn. Specifically, every 500 episodes, 
we randomly modify the requests of 5% to 10% of the users to mimic real-life scenarios where user mobility leads to changes in 
location, and new users arrive with different service requests. These changes directly impact the request matrix and the availability 
of host devices, reflecting the dynamic nature of resource management in real-world environments. Such scenarios make it crucial to 
have reward shaping in the dynamic environment, as it enables the DRL agent to adapt more quickly and efficiently to these changes, 
ensuring faster convergence and improved performance compared to standard learning approaches. This highlights the significance 
of reward shaping in keeping pace with evolving conditions and maintaining optimal resource allocation.

1) In our experiments, we assess the effectiveness of our proposed solution incorporating reward shaping and mobility consid

erations versus a baseline without reward shaping in a dynamic environment where users move frequently and request services. As 
depicted in Fig. 2, the DRL agent without reward shaping exhibits notable instability, struggling to achieve convergence and stable 
learning. This instability is reflected in the high fluctuations of reward values, particularly in the Shanghai Telecom dataset, where 
the reward values oscillate between 7 and 13 before stabilizing at a lower value. Similarly, in the MDC dataset, the absence of reward 
shaping results in fluctuations ranging between 9 and 14, with notable performance drops after 2000 episodes, indicating an inability 
to effectively adapt to dynamic changes.

In contrast, when incorporating reward shaping and user movement modeling, the DRL agent demonstrates improved learning 
stability across both datasets. In the MDC dataset, the agent achieves higher and more stable rewards, ranging from 12 to 17, 
with fewer fluctuations. Similarly, in the Shanghai Telecom dataset, reward shaping significantly improves adaptation, with rewards 
stabilizing at higher values between 11 and 14 compared to the baseline. This demonstrates that guiding the learning process through 
our structured reward shaping helps the agent adapt more effectively to environmental changes, resulting in faster and more stable 
convergence. Moreover, both datasets reached convergence around episode 8000 when reward shaping was applied. This suggests 
that reward shaping accelerates learning and allows the DRL agent to quickly adapt to the dynamic nature of user mobility and service 
demands. However, in the absence of reward shaping, the agent fails to achieve full convergence even after 10,000 episodes, with 
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Fig. 4. The performance of our agent as we increase the scale of the environment’s input with different users’ movements. 

reward values still fluctuating significantly. These findings highlight the critical role of reward shaping in improving DRL performance 
in dynamic environments, ensuring more efficient service allocation and deployment strategies.

2) To assess our model’s performance under rapid changes in a dynamic environment, we introduce significant shifts in user 
requests and host devices, creating a challenging scenario for fast convergence. Additionally, we allow the DRL agent that is not 
using our solution to have more learning rounds before implementing these shifts in user movement, demonstrating that even with 
extended training, classical DRL methods still fail to converge quickly under dynamic conditions. The results, illustrated in Fig. 3, 
highlight the effectiveness of our approach. In the left graph, where reward shaping is applied, the agent demonstrates resilience to 
swift changes. Although there is an initial drop in reward values to approximately 5 due to the shifts, the model quickly adapts, with 
reward values rising to about 12.5 within the next 500 episodes. This rapid recovery indicates that reward shaping facilitates quick 
stabilization in response to dynamic fluctuations.

In contrast, the right graph illustrates the performance of the DRL agent without the inclusion of reward shaping. Here, the agent 
experiences a drop in reward values to around 2.5 and shows a slower convergence to higher values, only reaching approximately 10 
after 1000 episodes. This slower adaptation underscores the critical role of guiding the agent and the importance of reward shaping 
in guiding the agent through rapid environmental changes. By incorporating reward shaping, our solution effectively mitigates the 
impact of sudden shifts and accelerates the learning process, demonstrating its superiority in managing dynamic and highly active 
environments.

3) To further assess the robustness of our proposed solution, we evaluated its performance across various input sizes, including 
configurations with 10 services and 5 hosts, 20 services and 10 hosts, as well as with 45 services and 15 hosts. As shown in Fig. 4, 
the model demonstrates a consistently acceptable and stable convergence rate even as the input size scales up while having different 
rates of user shifts and movements.

For the scenario with 10 services and 5 host devices, the reward values stabilize within the range of 22 to 25, indicating effective 
learning and stability despite the dynamic environment and the presence of critical services. This stability reflects the model’s capa

bility to handle varying conditions and maintain performance. Similarly, in the larger configuration with 20 services and 10 hosts, 
the reward values eventually settle between 12 and 15. This further illustrates that, regardless of the increased complexity, the model 
preserves stability and effectively adapts to larger input sizes. Moreover, as previously shown in Fig. 2, on 45 services and 15 hosts, 
the performance of the agent is also smooth and converges faster. The results confirm that our solution provides robust learning 
and consistent performance even in more complex and dynamic scenarios. This stability is achieved by incorporating the movement 
factor into the MDP formulation, which helps the agent adapt to user changes and mobility. By fine-tuning the reward values towards 
desired targets, we demonstrate the model’s capability to thrive in larger and more complex environments without compromising 
performance. Overall, this integration of the movement factor enhances the agent’s ability to respond effectively to the dynamics of 
user behavior.

4) Based on the analysis depicted in Fig. 5, our evaluation of resource utilization during deployment and service pushing highlights 
the benefits of the on-demand architecture over traditional static deployment methods. In terms of resource usage, the on-demand 
approach significantly improves availability, with CPU usage showing 60% for regular operations and 40% for on-demand tasks. 
Memory and hard disk utilization exhibit similar patterns, with on-demand usage reaching 70% and 65%, respectively, while regular 
usage remains around 30-35%. Battery usage is also optimized, with a 60% allocation for on-demand activities and 40% for regular 
usage. These figures indicate that our solution adapts dynamically to real-time demands, maximizing resource utilization while 
balancing power efficiency.

Furthermore, when examining the availability and usage of host devices, the on-demand deployment method uses about 30 
devices, leaving around 70 devices available, whereas regular deployment requires 50 devices, with only 30 remaining available. 
This enhanced flexibility ensures that our approach leverages a more diverse range of host devices, thereby increasing the pool of 
available resources and optimizing overall usage.
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Fig. 5. The resource utilization and availability of host devices when employing on-demand deployment compared to using static host devices. 

To further address computational efficiency, our analysis incorporates computational overhead, memory usage, and power con

sumption. The results indicate that our on-demand approach reduces the number of active devices, leading to lower overall computa

tional costs while maintaining system responsiveness. Additionally, our architecture minimizes redundant processing, ensuring that 
memory utilization remains within optimal bounds while avoiding unnecessary resource exhaustion. The reduced active device count 
further lowers overall power consumption, making the approach more sustainable and energy-e˙icient. By dynamically allocating 
resources based on real-time demand and balancing the load effectively, our on-demand architecture supports scalable and efficient 
deployment, ensuring that fewer devices are actively engaged while more resources remain available to meet the dynamic needs of 
the environment.

5) Afterward, we experimented with modifying the weights of our objective functions, as illustrated in Fig. 6. In our reward 
function formulation, we assign four distinct weights to each objective function, allowing them to be adjusted based on the service 
provider’s assessment of the environment’s requirements. Altering these weights introduces corresponding changes to the rewards 
calculated by the agent. In the figure, a signal value of one indicates that the weight is active for the current cycle. When multiple 
weights are active simultaneously, the total weight is distributed equally among them.

Initially, the reward function begins to converge steadily around a value of approximately 12. However, any change in the weights 
triggers a peak in the reward, as depicted in the results. For instance, around iteration 4×106, there is a noticeable peak in the reward 
value, reaching up to approximately 16. This peak reflects the agent’s response to the updated cost function. Each adjustment to the 
weights leads to a temporary spike in reward values before the agent re-stabilizes and continues to converge, demonstrating the 
system’s sensitivity to the weight distribution and its ability to adapt to shifting priorities in real-time.

6) To evaluate the impact of our GCT-based scheduling approach on service allocation latency, we compare it against a traditional 
Greedy algorithm. The Greedy algorithm follows an immediate selection strategy, allocating resources based on current availability 
without considering long-term optimization or load balancing. While this approach is computationally lightweight, it often leads to 
resource contention and higher queuing delays, particularly in dynamic environments.

Our experimental results, illustrated in Fig. 7, demonstrate that our proposed GCT-based approach significantly reduces service 
allocation latency. Specifically, the Greedy algorithm results in an average latency of 18.5 ms, whereas our proposed solution achieves 
a much lower latency of 10.2 ms, representing an improvement of approximately 45%. This reduction is attributed to our method’s 
ability to predict and optimize resource allocation decisions dynamically, preventing bottlenecks and ensuring a more efficient de

ployment strategy.

7) Finally, we compared our GCT approach with a GCRN that utilizes an RNN following a GCN training, as well as with heuristic 
methods such as Genetic Algorithms (GA) while having dynamic environments and the users are moving, as shown in Fig. 8. Unlike 
GCT, which incorporates Transformers for enhanced dynamic adaptation, the GCRN relies on RNNs. Additionally, heuristic approaches 
like GA, which depend on random processes to generate solutions, face challenges in large input scenarios due to the vast range of 
potential solutions, often struggling to find optimal results.
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Fig. 6. GCT performance while changing weights. 

Fig. 7. Greedy vs GCT latency comparison. 

In our experiments, we implemented the same cost/reward function described in Section 5 for evaluating fitness in the GA. As 
detailed in [35], the GA’s performance often suffers from outdated placements because it periodically executes solutions that may 
not reflect current demands. The random nature of heuristic algorithms, combined with the increasing execution time required for 
larger input sizes, renders them impractical for time-sensitive and dynamic environments.

As depicted in the graph, our GCT approach consistently achieves higher reward values compared to the GCRN and heuristic 
methods. Specifically, GCT reaches reward values that fluctuate around an average of 14 to 16 after 6,000 episodes, peaking at 
values above 16 in some instances. On the other hand, GCRN shows a lower average reward, oscillating around 12 to 14. The 
heuristic solution performs the least effectively, maintaining reward values mostly between 9 and 11. This clearly demonstrates that 
GCT’s ability to adapt quickly and effectively to changes in the environment provides it with a significant advantage.

In contrast, the key advantage of using Transformers over RNNs lies in their ability to handle long-range dependencies and adapt to 
dynamic changes more effectively. Transformers excel in capturing complex temporal and spatial relationships within the data, which 
is crucial for maintaining accurate and timely resource management in dynamic environments. The GCN-Transformer integration thus 
provides superior performance, significantly in critical applications where rapid adaptation and precise control are essential.

Our approach in general has contributed in 30% reduction on convergence time, a 25% increase in total accumulated rewards, 
and a 35% improvement in service allocation efficiency compared to the above-mentioned techniques.
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Fig. 8. The performance of GCT in comparison to GCRN and the GA heuristic approach. 

6. Conclusion

In highly dynamic environments, where users are constantly on the move, building a solution that maintains high accuracy while 
adapting to these movements and converging quickly during such transitions poses a significant challenge. In these settings, the 
agent continuously learns from new data, but the evolving nature of the environment can disrupt the learning process, potentially 
rendering the learning rounds outdated. This complexity arises because the agent’s operating conditions can shift during training, 
leading to an ongoing and never truly complete learning process. To address these challenges, we proposed a novel DRL framework 
that integrates reward shaping for the first time in the context of resource management. This framework guarantees more accurate 
decisions and faster adaptation to environmental changes, the proposed approach features a unique reward shaping mechanism that 
combines GCN and Transformer encoders, a combination not previously explored. Additionally, a novel MDP was designed to account 
for the dynamic nature of user mobility and demand. This integration of advanced techniques and novel MDP design significantly 
outperforms previous methods by providing more guided learning paths, enabling the agent to stabilize its policy more rapidly. Our 
approach significantly enhances the speed and accuracy of resource allocation while optimizing computational efficiency. Through 
our structured reward shaping, we achieved, on average across two datasets, a 30% reduction in convergence time, a 25% increase 
in total accumulated rewards, and a 35% improvement in service allocation compared to standard DRL and heuristic methods, 
mitigating the additional overhead introduced by advanced components. This enables scalable deployment in resource-constrained 
edge environments. We plan to incorporate additional environmental inputs, such as satellite imagery and IoT sensor data, to refine 
decision-making processes. Finally, we will investigate enhanced real-time optimization techniques, leveraging adaptive scheduling 
algorithms to further minimize computational latency in edge environments.
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